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# PART 1 SETUP I2C (2/25-3/10/2018)

## Initialization for I2C

To map the I2C, I have to know the pins available to the Beagle Bones Black P9 and P8 connector by changing the MUX that select the signal go to the pads.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABPwAAAArCAIAAABjKwElAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABj/SURBVHhe7Z27juJKGsfd+yzQAeIJmieAOUHr6IiUrAnppDNCZ51A2ERDymqlllYNwdGJjoYnQAQDr7DSjFYbz/7rarsuxsYXwP39hGhTtuvyr6/K9bnK7rsfP378+dfff/z+W0BUzHK5HI1G8senh9TIDmlVD6RzPZDO9UA61wPpXA+kcz2QzvVAOpfIz58/5dYp/iH/EgRBEERd3AV39Kn0I4UmCIIgCIKcXoIgCIIgCIIgCKLBkNNLEARBEARBEARBNBZyegmCIAiCIAiCIIjGQk4vQRAEQRAEQRAE0VjI6SUIgiAIgiAIgiAai9Pp3Yzvxhu5fZyPe3ec3nh+lIEadeRxLg9SsFAWqONJRKpwRZ6MqodgO6QZJMrVG29i5Tom1dpImXCQDImAhg1QJGkrAAGspqFDRMwCfeFMOaWqkhRRJbREQr7k0qWWRIdYwid3+VOpGJ2OamCOrNog89FRhgUSZ3OukonqqJ1cllMC+k3DY76NDzYESL+nAucyjIFwfZYTiC7OwkdXgA7BRychEMdXVFxdrngRLg56iipb+RlWVFcfKak5OUk1vWspbbaKbqfuzkRTQGehw3nmUYqGKUlfTE8ft6xzXi4rfg6rwKH4FasWXUnYSO75XKTP9EK29qozPfxiLDurdoqNPczEYYK3vghdhF5p/ZE/rXkY49uk5Q5pBlq0wzQYvAqlmEW2wx3f5mzGg92QHccOMuU8fuyD+9tXpPVl+LB4j8q2eX0Ohl9YuSK7Okw7q5E2Emf4cT4KA2lSUCsceezVl1yq1IL4Ic+yyiTmLn+hKqY1+caaCdRYcTWQn5VPCgeWBRJncqtKnms5RRFt5Rf/QDXxcxQEUxW4V04jfMg23/CBPIdBcOBn4RvbohQPKip8Otyd1rzjQhMEH/JXmaAgKI7IybMMaz5nWZHsu+qi5uRAVX3CpdrsSS6UsVJ0rt88NN6kr6yib13nfFxa/HxWAb9JeWKop8FCbvbffq1xpfuspDq9bJA+W076QmPIve4aw/xTPM2Gu9BtGcUjbxgYjXFgkb9+LYfqZ7B5XzxNuZ23sEvbsOSwDx6NoJukNZk+RQ5iVOYYrf7k29RhJEZ4py1Nqv/m70jdyaVLLcAOHauuI4G1K0OhqgS2MXxhDazVfxkGewy4s2FaIHEut6rkuZZTFLS4N7kZDPk3Gk+Xhwuwd6I24EOeFFa0Nnx/U9txEBUi1/0JBm6IdiV/lQnyjwwIPk+zymJF503x3DIl9wlawEu12ZNcKGPX2PeWYu1XVtGN1TnOzbeyzTgMZrPPc+1JI83pPX7fPSQnptqdh913jy1tn9tszlygJ8nuJ9PuyuXLpkW+GMhodDx2SDPQorXDYPridLKYUMG7Wrhgln7z3gyfF/QftYPI3EN3sXwWKMPhZXZXkLTXG883x+i4yH7u1O0uR3K21Ojr+EkS3ZGy8PZgh15G/I6R3JWpULlRC1lkjliP3IsvbRFdNIojj+d4Wu5xI+Pq0dyuQVzXuZCcm4UvnO1RYma95BpVaVeHWsLF7ErZJAuJZ8Kz0Mqbz020GE2uLsMfuQd/M1pOxcD5RGv5HgSPMiAfuLTAob3jc7myrC46PAmAY4SbHXeDDebJhdYicoDj9UppbEAtHYJvHRtOaatULoO2LmWwYCd7PGGA3GZ6zNRsA/OYos/MsljR5vV5i4ugTI2lO+dx2ubNJpQ0PPp4WWS2emMZJjLqLG8SUQTXuQWwMs8DuKryiFSs5onzVTnMCMdawAxq67PmiJcnwf+y+JRQ3qtAvEzX0pkU1NlhHqYOLEIecfxITwEsDa1a09Zu77KRSbM/Ccu8QOfcaJ0diVomHXVT1YofFa0nK9ulPP9r5Dk1Yzgp7Czfvsifn53yXmSVWN4cmyTrv00D/xpnJ9FiZhWPHdIMItGWnXDkU2kbdF6+4ZjDcGesuW2QzxtzEIu4h/03KHVYTh+D91Fbd5yx5fF6XYczOUPq1oT90Oh5XB5+GK4cVWbsKqVQBsePlVhGHcvR8HGJn4dp8Jxrzc1xPhrwRTHsZq0MIyK23Q50PcyC5z0TeN2VtzCc4RDzWYjJ6j9TNRhV6aiO/mN39YGxz8cq4Pd12Ia6W3i60n35N2iJXno8DoPpG7tdfGngTC7l5vmI2eApX7eMCNPrA8eIQcEL3/YBlxhxzvhCa2z4PGTR0IXfqxv9hJ8CZ955SvXAutTDH7CZ6KIsrGgWMDsD2+50Ka+zSQPzm2JGM7Ppv8wecBHkqYl0YyOzROp8Qoml8YATXvqxloIDBtr+42XxldeHoUMxzLYZUzU/rQm7rDFwYUpU01tMwCyIsybJ9u7odlxcZWdyvs62efh08BlbHMe5Vq1F1u6q0BRKtczzaKzOWRKNd1PVkShaNClrKg+y5FmDg1fDZZ1LDK+cNKe3dd/dJu3ksN928z9A2n9ha5zF/XRNWZE3hdaXofu+EYR66IhBLntGNHEMfN5O4sk2eTv85OX9OpEOYop7iGGW00iM8Far30dvh34uTLlKWMnZUh89M70cb5Uldp0uVG5ak+U0eOX3WpVX373no4sWUtuqpS0ojtgQ+BoXsiWKnDycYCh7wAZbNd/uyGuRMxw9mBSzlfURJbsqrepod4L9YfOx6k6n8Dk2bBmTTNtV6Qa+/NuwXnohFyhktJxKgAjC4xVp3qe6oFlAgeD9YnzkfFgXLiiSQKILPg17x7/Vs08OOvKv3NA/beA8Ix58GyAnxrWwRraLAV9b1B4sttJl6UqTxQVZGJEwFYZpYF5TdJpZXiuK0hXY5o3ueLSfLmXT0i0lOsAqi6O8PqxzC2Fl3ixdPvSMVft5K4OMCDOqrc+Kt3eQ5SpwjZ1JMZ1t8/Dp4DA2C+tcR60pUnZZJC2zWj19NFrnLIkKqhbfIYvdDXKMPPszxsbGW76iFBIsBrfqHJRI6kxv/2XG7i7IcTWuOIPdzLGg8yStyXK4ejZGEmVF3hB87hyEemQLxJlM5jHH74G6DEnk7fCK70hVBmxiF/ZCj3t43LBn9W0jiYWzdSnaMfVLKrGSs6R2zPTypS88CSt+9670Qp1Hi/n0YKpefyY97CN8a1yN2CbAGFUU57h5XRm3RyJwEeIl3iQXyBC5wShQiSkXIWXArEqrOlpfhrswXGHkw8wzDHfK53VXehaQUXEuO1UE8dvBazVBnc1yKmEU83gB2gx00Nfpcea3H+MUMdEqEM6tgYgKScAfnvFpWPHBdsZUBNBHVBYU05c5FGTNv0E8M86c1AIGRg9Paz4/wDl5mTANzG+KTgpakZH6Zsw93mjuULaUKHsmuctbIme3TWA1T9Y42SQrOMx8b6DJp3ayvRe5Cly2Mymgs9M8fDqcNDZgnJtSa5kq1MdFOudG62wm6jBpRcXiO2TxKG/n2ZOxaAx7mKEebtY5KI/05c3Q6zDch/wmzd1oPzykTF+ImwkKY8jH3ugjNzV5Im8qkWhMAI858tVC/E7NqruOHXP82Bs+783DZki3Sb82kqgd7ofqLr8nvP926OxHMjxFUomVnE/qGP2XtTgkil89AuLYxXAUqhj67uVdqKNd8VK3w2AdLWRhN5t4hhDsWd+CQ2Yiz6N3jMaJIkRitrOuJzKq0lkd3H7gaMDAHrvb+Pu/XZWeBRYjbz6jd/a+YpYNvgKqz+5OspFqBsupBLiaWwws1HOzwteFDxyqECBeZHUSyNVRZ+Ez5CEA8evAvXq/FLSOP/CE7VyNQeiDCOHiiuscCiJSxDe2RdIiUZ2T+tHdG/A/4hbDNDC/KbrIYkWte2aKvblreiWeejAPF1s1YYThRTBZqs7Wb/+5yxtH9eqOjSyc2zaB1TwRwF9VgVK8rpJOghbwmKfNGu3d2e1k5cKdSQGdLfPw6YDwk8Zmn+uoNVVZQUqFnqRaPX00VmdHopZJn9fK8hIv2j6auHUo78rzRaziNvnx48c///VveSuAqJKvX7/KLYLUyMMJrcQdPKIwt2STt1zpQudoZpU+1XwK2fNlDeymzNvUmTrkaiCd64F0rgd//7x+Ys8QF1M+9dz1U/xFN00AnmxGynuRFUEQV80m/gJUDj3fUSeV6v+5K1dMosY/xTEixIcoxMVN9ArbSHVZKhJz8zqTcktUuj6NEZx0LkB83Vcps7WeR3ihgv6fvZ+QOzi+f/719x+//yYDiMpYLpejkXjGiyA1ckBa1QPpXA9C5zvyIyvm6/Ir2XMNUL9RD6RzPZDO9UA6l8jPnz/l1iloppcgCIIgCIIgCIJoLOT0EgRBEARBEARBEI1FLm/+33//IwMIgiAIgiAIgiAI4ooZjUbZlzfTM731QSv445Aa2SGt6oF0rgfSuR5I53ogneuBdK4H0rkeSOcSoWd6CYIgiOvlLrijT6UfKTRBEARBEOT0EgRBEARBEARBEA2GnF6CIAiCIAiCIAiisZDTSxAEQRAEQRAEQTQWcnoJgiAIgiAIgiCIxkJOL0EQBEEQBEEQBNFYnE7vZnw33sjt43zcu+P0xvOjDNSoI49zeZCChbJAHU8iUoUr8mRUPQTbIU0CuthlOibV2kiZepaCXMMGKJK0FYAApgpTRxOzQF84U05ZC9TiwYgqoSUS8iWXLrUkOsQSPrnLn0rF6HRUA3NkNSPFY/jMaGNMMScfOPeCktdd7/pNw2O+jQ82BEi/pwLnMoyBcH2WE0guzsJHy2/HJkKqQ5convkrAT1FfsvMTtVWVFWHalx/S6ea+EtRu4pu52IXkQI6Cx3OM7BSNDyRdNUmmotb1vkcLid+ilBmK8Oh+MWyidxq2Nni99VYT92kz/RCtvaqMz38Yiw7q3aKjT3MxGGCt74IXYReaf2RP615GOPbpOUOaQqb993TU3f1EenKLLId7uQvsBkPdkMm02EaDEw5jx/74P72FWl9GT4s3qOybV6fg+EXVq7Irg7TzmqkjcQZfpyPwkCaFNQKRx579SWXKrUgfsjza+IQc5e/UBXTmnxjzQRqrLgayM/KJ0UqxWP4zMAepDEehjuPOV0nl6p3IdEv/kEPKH6OgmCqAvfKdYQn2eYbPpDnMAgO/Cx8Y1uUwhlbdaAIKIjIw7MM+yxUb0WyoysV6/pbMlXFf7V99YUyVorOVRhYRlKSrtpEc3HrOuflsuJ7hXK2MvhN0hPTHhQ7u//2a/3Egz8lqU4vG6TPlpO+0Bhyr7vGMP8UT7PhLnR3c8UjbwLweYcvb49xrxcW+evXcvggf+KQxdOU23kLu9TdBMVhHzwaQTdJazJ9ihzEqMwxWv3Jt6nDSIzwTluaVP/N35G6k0uXWoAdOlZdRwJrV4ZCVQlsY/jCGlir/zIM9hh256V4DJ8ZbkO8vtntDx50I1yq3tHi3uRmMOTfaDxdHi7A3onagCd5UlTR2vD9jX/7YqsOpIWkBTdlAiVwm70HWm3i+ls2Jcevp36yqJ0yT1QdFzKDquvxHErS/6qK1mCdI2IRXmN5QUorO37fPXTSbxF/KtKcXqZVcmKq3XnYfffY0va5zafPOXpW434y7a5cvmxa5IuBjEbHY4c0A+bzQoQ+vF6fw8+ECt7VwgXzoM17M3xe0H/UDiJzD93F8lmgDIeX2V3BDnu98XxzjI6L7OdusBBBjuRsqdHX8ZMkuiNl4e3BDr2M+B0juStToXKjFrLIHLEeuRdf2iK6aBRHHs/xtFwdl4wqHnO2GBpLXNe5EIabhS/cFDPi+LHquuveqEq2cErGIG8mqyVczK6UTfK6MSvdxpvPTbQ4S64uwx+5B38zWk7FrNB6guB7EDzKgHzg0gL/9o4vXZZlLRDbPLkoWkQLELNeho0N6KRD8K3TxSkYdAg3/pJo61IGC3ayxxMGyG2mx0zNNjCPKfrMLJMVJe0/MkyxxaIex7MXO4H9FhngJyTwZSmWgCyNYfliV1HiyesOGei007EyGRXainD8+rzF0AtZz6D2Rh9sltrqdizOlrTCzqSgzo7mYOrAIuQRx4/0FMDS0Ko1rb+9y0Ymzf4YTaB2Gq2zI1HLpKMIqyUqWk9UtlN5/tfI84lWhsyrg2XIJ6a8F1klljfHJsn6b9PAv8bZSbSYWcVjhzQC6fNCpJfhTs8IWmyDzss3lN1eJNkgnzfmIBZxD/tvUOqwnD4G76O27jhjy+P1ug5ncobUrQn7odHzuDz8MFyNbMM2dpVSKAO4UGIZdSxHw8clfh6mwXOuBWTH+eiZL4rhWZ5vHDF/arbdDnQ9zILnPRN43ZW3MJzhhpiqGnCdGgVLd8dlVCViUCuil9JFYjfEPjD2+VgF/L4O21B3C09Xui//Bi3RS4/HYTCVk9OXBS7lUm6ej5gNngbBO48wR7NwARcasc34omhs4KdLSTmNLPxeXeUTfgrceOcpdQHrUg9/wGaii7Kwolkglxttu9OlvM4mDcxvihnNzMawf2dvGc+e0cRSZg0vbflm24ypmp/WhF3WGLgwJarp7WX2gKFXtoj76mCj1I5ux8VVdibn62w3B58OsXAcOXB2to5zrVrT+jsrNIV4E7gQjdU5S6JRhFWSKFo0k+y4ymfJc0Q0ioUIN/WYVTWkOb2t++42aSeH/bab/wFS5tGF8+/yl6SsyG+Y4zxcqDsw7eetZ5wAoR46YpDLFkkmbuHA500uW9iMeWw3atdyyJPiHmKM5DQSI7zV6vfR26GJhylXCSs5W2r4K1xQSfJOK47x3beO7TpdqNy0Jstp8MrvtSqvvnvPRxctpLZVS1tQHLEhcDYuNDpki5/KHhbpJ2POEkOzUfaADbZqvt2R1yJnuCEm22A3ZF+DpfcOgl2VMoZI+3Yn2B82H6vudAqfY8OWMcm0XZVu4Mu/DeulF3KBwiXrHSIIj1ekec9d1iKgQPB+MT76KBZbR/6VG/qnzUsQLPi3AfJgXAVrZ7sY8AtOe7BQF5yuNFlckIURCVNhmAbmNUWnmWWxItP+Mbpkd38377uZXEWTzJ7RxFLW7J1n+aVhtc1I1XPQM1YYKMggI8K8bdYotdXtOLjGzqSYznZz8Omgw1M6W+tcR60pUnZZWC30AjRa5yyJ1oNDFs9V3sizoaOnlbHn7TxD1k9E6kwvrkDs7oIcV8MBGOhLUS5ak+Vw9SyXlSrKivxmYffJY7Pjh5nn6Wex9pntMV2+4/dAXYYk/HmD250OZ0OesBd63MPjhj2rbxtJLJytS9Ei+jxkjZWcJXV0j4zDfBe+9IUnYcXv3pVeqPNoMZ8eTIOBWBYve7IjfGtcjdgmwBhVFOe4eV0Zt0ckGLjgIsRLLNbNJGPOEAOhscTcjEfvj8s3n8fLMatSxbBR65VaX4a7MGTLo5l5hqFcHAKclZ4FZFScy04VQUe0oeFaTVBfsN5HMY8XoM1AB27jjHHmV0/hFDHdKlhxj/fs2HxAGbnEjju6AhRhzb9BPBsiD5cDA6OHp3V0yTl5mTANzG+KTjJZkWH/PImeN2ajieUen560/LI4u20CK5Msi2ySFRxmvjfQ5GuzZqmtbiczl+1MCujsbA4+HWR4akLGuSm1lqlCr4pG62wm6jDpmnDI4lHezrO3lcXGpfNwkTok/hSkL2/GmP8w3IdiMnK0Hx68MxZB8ple8+kDdodBbmryRN5A4BclXuXLJgfd6y/4aiEmU3vVXccGKsePveHz3jxMhG3Sr43sqh3uh9GcmTO8/3bo7EcynNlU+rjOSs4ndYz+y1ocEsXPOxX3LoajUMXQdy/vQh3tipe6HQbrpW5G7GYTzxCCh1FwHBwyUyXGIYERc4YYCI0lZrhQt7iBc/mFUZVRDKN3uEgCbj9wNGBgj91tvNNwVXoWWIy8+YzeA94v81Hqkk30i5HqpeodLugWo2T19KxQDD5wqEJAxldPQa6OOgufIQ8BztiQqD4y7iqfRCiDs+DiiisciiDSwje2RaIiZp2HS6G7N+B/xC2GaWB+U3SRwYrsrkz0lr6YjSaWb/QNTlp+aZzbNoGVSQTwV1Wg1l5XSScBLgU7GOOtLG1WHcxuE8dK7ex2snJS0mo7kwI6W83BpwPC1ZXdm5B9rqPWlP5BSoVeKY3V2ZGoZdJRK+O/KiJetH00cetQ3pVnfyvzjEs/Lz9+/Pjnv/7N74UQ1fL161e5RZAaeTih1WH2EHtomTibW7LJW650oTN7zJU+VX4K2fOlDOwGDdvUmTrkaiCd64F0rgd//7x+Ys8QF1M+9dz1U/xFN00AnmxGynuRFUEQV81GPPEdg15qUCeV6v+5K1dMpcY/RTCiwocogdMmemSvvl/lfLz2pi2/uswXibl5nUm5JSpdn8YITjoXIL7upZQ1EYuBs3xQQf0Tk8/IHRzfP//6+4/ff5MBRGUsl8vRSDzpRZAaOSCt6oF0rgeh8x15kxXzdfmV7LkGqN+oB9K5HkjneiCdS+Tnz59y6xQ000sQBEEQBEEQBEE0FnJ6CYIgCIIgCIIgiMYilzf/77//kQEEQRAEQRAEQRAEccWMRqPsy5vpmd76oBX8cUiN7JBW9UA61wPpXA+kcz2QzvVAOtcD6VwPpHOJZHV6g+D/0svUK/ORxZQAAAAASUVORK5CYII=)

The I2C that is needed for this project is I2C1\_SDA\_MUX3, and I2C1\_SCL\_MUX3. The default of the MUX when initialized it will begin in MODE0. Essentially in the manual ARM355x, the register name that use to map will be named in MODE0. So all we need to look up spi0\_d1, spi0\_cs0 change to mode 2.

After mapping and started the I2C clock at CM\_PER\_I2C1\_CLKCTRL, next step is setting the module clock for I2C to communicate with LCD screen. First of all, is setting Prescaler value I2C\_PSC offset 0xB0. Initially, value default for Prescaler is 48MHz, the value that we write to the register will be divider for the Prescaler. In this case, we want a 12 MHz for our I2C so 48/4=12 MHz. We will write 0x3 to register.

Next setting data rate, we want 100kbps by writing value for SCLH and SCLL. Here we need some calculation

First finding period T:

After having period, we can find period for tLow and tHigh

Next we find internal rate clock

The formula that provided in the registers are

So we write 0x35 for 0x4802A035(SCLL) and 0x37 for 0x4802A037(SCLH)

Setting Own Address is the next step, I2C\_OA offset 0xA8. For this register, we simply write 0x00.

Setting Slave Address I2C\_SA offset 0x78. For this register, we write 0x3C.

Setting configuration for I2C\_CON offset 0xA4, in this register there are many feature bits. But we only need bit 10 MST and bit 9 TRX, bit 1 STT, and bit 0 STP. For now, we write the value 0x8600 to the register. we don’t want to start the transmission yet.

Finally, We set the Count register I2C\_CNT this register depend on how many bytes we want to write out to the I2C including instruction and ASCII. In this initialization, I just write to initialize the screen so write 0xC to the register.

The important part of the transmission is the XRDY bit in IRQ\_RAW\_STATUS register. Since the LCD does not talk back to the processor, so we just need to pay attention to this bit for now.

When setting the I2C\_CON register, notice the XRDY is set to 1 indicate the acknowledge and ready to write from I2C. One other thing to look for is AERR Access error bit and BB bit bus busy, AERR bit is also let us know if there is something wrong with the I2C transmission. And BB is indicating if the bus is busy.

Now for the Interrupt part, there are 2 main interrupt signal will be generated from the UART. They are THR interrupts and MODEM status interrupts. Initialized these 2 will be for the part of sending character through RS-232C.

For part of the project, there is no requirement for FIFO. So we also need to disable FIFO.

## Part 1 Algorithm

High level language:

1. Setting up stack
2. Select MUX for I2C1
3. Turn on I2C1 Clock
4. Setting up I2C1 (prescaler, SCLL, SCLH, Own address, Slave address )

SEND\_INST: (Sending instruction to initialize the LCD)

1. Polling on Bus Busy check if the bus is busy or not
2. START the I2C1, Set the Counter value 10
3. Send instruction through the I2C\_DATA
4. Decrement the counter
5. Delay
6. Clear XRDY for the next write
7. Delay

SECOND PART:

1. Set the I2C\_CNT to 10 character write 0x12

MESSAGE: (Sending message to the LCD to display)

1. Polling on Bus Busy check if the bus is busy or not
2. START the I2C1, Set the Counter value 10
3. Send message through the I2C\_DATA
4. Decrement the counter
5. Delay
6. Clear XRDY for the next write
7. Delay

## Part 1 Low Level algorithm

1. Setting up STACK
   1. Point to top of stack for service mode 0x10000 CPS #0x12
      * 1. Point to top of stack for IRQ mode 0x10000 CPS#0x13
2. I2C Setting up MUX
   1. I2C1\_SDA
      1. 0x44E10958 conf\_spi0\_d1 mode 2: 0x6A
   2. I2C1\_SCL
      1. 0x44E1095C conf\_spi0\_cs0 mode 2: 0x6A
3. Turn on I2C clock CM\_PER\_I2C1\_CLKCTRL
   1. Address 0x44E00048 write 0x02
4. Disable Auto IDLE I2C\_SYSC
   1. Write 0x2 at 0x4802A010
5. Set Prescaler to get 12 MHZ I2C\_PSC
   1. Write 0x3 to 0x4802A0B0
6. Set low time register SCLL
   1. Write 0x35 to 0x4802A0B4
7. Set high time register SCLH
   1. Write 0x37 to 0x4802A0B8
8. Setup Own address I2C\_OA
   1. Write 0x00 to 0x4802A078
9. Setup Slave address I2C\_SA
   1. Write 0x3C to 0x4802A0AC
10. Set the configuration register I2C\_CON
    1. Write 0x8600 to 0x4802A0A4
11. Polling bus busy P\_BB
12. Start the transmission START

SEND\_INST:

1. DELAY
2. Polling XRDY P\_XRDY
3. DELAY

16)load pointer to the array instruction

17) sending data to I2C\_DATA 0x4802A09

18) decrement the counter

19) DELAY

20) clearing XRDY CLEAR\_XRDY

21)DELAY

22)Go to SEND\_INST if counter is not 0

SECOND PART:

23) Write 0x12 to count register 0x4802A098

24)Clear pointer and counter

MESSAGE:

1. DELAY
2. Polling XRDY P\_XRDY
3. DELAY

16)load pointer to the array instruction

17) sending data to I2C\_DATA 0x4802A09

18) decrement the counter

19) DELAY

20) clearing XRDY CLEAR\_XRDY

21)DELAY

22)Go to MESSAGE if counter is not 0

FUNCTIONS PART

P\_BB:

23) test 0x10000 at I2C\_IRQSTATUS\_RAW 0x4802A024

P\_XRDY:

24) TST 0x10 at I2C\_IRQSTATUS\_RAW 0x4802A024\

START:

25) Write 0x8603 to I2C\_CON 0x4802A0A4

START:

26) Write 0x8603 to I2C\_CON 0x4802A0A4

CLEAR\_XRDY:

27) Write 0x10 to I2C\_IRQSTATUS 0x4802A028

DELAY:

28) Decrement 0x00040000 until it reaches 0

## Part 1 Assembly code

@Phong Nguyen

@ECE 372

@project 2

@I2C Initialization and LCD

@Setting up STACK

.text

.global \_start

.global INT\_DIRECTOR

\_start:

LDR R13,=STACK1 @Point to base of STACK for SVC mode

ADD R13, R13, #0x1000 @point to top of the STACK

CPS #0x12

LDR R13,=STACK2 @Point to base of STACK for IRQ mode

ADD R13, R13, #0x1000 @Point to top of the STACK

CPS #0x13 @Back to SVC mode

@===========================================================================

@===========================================================================

@Setting up the I2C1

@----------------------------------------------------------------------------------------------------------------------------------

@Control module base address L4\_WKUP 0x44E10000

@Setting up MUX for I2C1\_SDA

@mode 2: 0010 . AND bit 3,2,0 to 0 and OR bit 1

LDR R0,=0x44E10958 @Address of conf\_spi0\_d1

MOV R2,#0x6A @mode 2 disable Pullup/Pulldown, Rx enable, Slow slew

STR R2, [R0] @store back for register spi0\_sclk switching

@Setting up MUX for I2C1\_SCL

LDR R0,=0x44E1095C @Address of conf\_spi0\_cs0

MOV R2,#0x6A @mode 2 disable Pullup/Pulldown, Rx enable, Slow slew

STR R2, [R0] @store back for register spi0\_sclk switching

@Setting up MUX for I2C1\_SCL

@-------------------------------------------------------------------------------------------------------------------------------------------------------

@Clock for I2C1 base address CM\_PER 0x44E00000

LDR R0,=0x44E00048 @Address for CM\_PER\_I2C1\_CLKCTRL

MOV R2,#0x2 @Value to start the clock

STR R2,[R0] @Store value to turn the clock on

@-------------------------------------------------------------------------------------------------------------------------------------------------------

@Seting Debug Subsystem I2C\_SYSTEST

LDR R0,=0x44E000BC @Address for I2C\_SYSTEST

LDR R2,[R0] @Load Value from register

AND R2,R2,#0xFFFFBFFF @Value to clear bit 14 for free debug

STR R2,[R0] @Store back to register

@-------------------------------------------------------------------------------------------------------------------------------------------------------

@Disable I2C module

LDR R0,=0x44E000A4 @Address for I2C\_CON

LDR R2,[R0] @Load value in address

LDR R4,=0xFFFF7FFF @Value to clear bit 15

BIC R2,R4 @Clear bit 15

STR R2,[R0] @Store back in register

@-------------------------------------------------------------------------------------------------------------------------------------------------------

@Reset I2C module

LDR R0,=0x44E00010 @Address for I2C\_SYSC

MOV R2,#0x2 @Value to reset

STR R2,[R0] @Store value in register

@-------------------------------------------------------------------------------------------------------------------------------------------------------

@Disable AUTOIDLE in I2C\_SYSC and do a software reset

LDR R0, =0x4802A010 @ Address for I2C\_SYSC

MOV R2,#0x02 @Value to turn off IDLE

STR R2,[R0] @Store value back to register

@------------------------------

@Prescaler value setting up module clock

@initial value of Prescaler 48 MHZ divine by 4 to get 12 MHZ

LDR R0,=0x4802A0B0 @Address of I2C\_PSC

MOV R2,#0x3 @Setting value divine by 4

STR R2,[R0] @Store value divine by 4

@------------------------------

@Setup Low time register SCLL. Base address I2C1: 0x4802A000

LDR R0,=0x4802A0B4 @address for I2C\_SCLL

MOV R2,#0x35 @Value 53 in Dec for SCLL

STR R2,[R0] @Store value 53 into register

@Setup High time register SCLH. Base address I2C1: 0x4802A000

LDR R0,=0x4802A0B8 @address for I2C\_SCLH

MOV R2,#0x37 @value 55 in Dec for SCLH

STR R2,[R0] @Store value 55 into register

@-------------------------------------------------------------------------------------------------------------------------------------------------------

@Setup Own address I2C\_0A.

@Make sure clearing bit 9-7

LDR R0,=0x4802A078 @address for I2C\_OA

MOV R2,#0x00 @Value to clearing bit

STR R2,[R0] @Store value to the address

@-------------------------------------------------------------------------------------------------------------------------------------------------------

@Setting Count register

LDR R0,=0x4802A098 @Address of I2C\_CNT

MOV R2,#0xA @Value to write 10 characters

STR R2,[R0] @Store count value into register

@-------------------------------------------------------------------------------------------------------------------------------------------------------

@Setting slave address

LDR R0,=0x4802A0AC @Address of I2C\_SA

LDR R4,[R0] @load value to modify

MOV R2,#0xC00 @Value to have

AND R4,R4,R2 @Clear bit 9,8,7

STR R4,[R0] @Store value into register to clear bit

MOV R2,#0x3C @write address 0x78 shift left 1 logic 0x0F of slave to the register after clearing

STR R2,[R0] @Store in the register

@-------------------------------------------------------------------------------------------------------------------------------------------------------

@Transmission procedure

@Clearing XRDY state

LDR R0,=0x4802A028 @Address of I2C\_IRQSTATUS\_RAW

LDR R2,=0x7FFF @if bit 4 XRDY is set ready to send the data

STR R2,[R0] @Write there to disable the IRQSTATUS

@-------------------------------------------------------------------------------------------------------------------------------------------------------

@configuration register

@bit 15 I2C\_EN module enable, bit 10 MST Master mode, bit 9 TRX Transmitter mode

LDR R0,=0x4802A0A4 @address for I2C\_CON

LDR R2,=0x8600 @Value for bit 9,10,15

STR R2,[R0] @Store value into register

@=================================================================================

@=================================================================================

BL P\_BB @Check BUS if it is busy

BL START @Start the I2C1

MOV R5,#0xA @ Counter value 10

MOV R3, #0x00 @ CLEAR POINTER

SEND\_INST:

BL DELAY @Delay

BL P\_XRDY @POLL until XRDY is set

BL DELAY @Delay after POLL

@STORE instruction

LDR R0,=INST\_DATA

LDRB R1,[R0,R3] @Load current instruction

ADD R3,R3,#0x01 @increment instruction offset value

LDR R0,=0x4802A09C @Address I2C\_DATA

STRB R1,[R0] @Write to register

NOP

BL DELAY @Delay

BL CLEAR\_XRDY @Clear XRDY for the next write

BL DELAY @Delay

SUBS R5,R5,#1 @Decrement the counter

BNE SEND\_INST @ Send more instructions if counter is not 0

BL DELAY

NOP

@===========================================================================================

@INTIALIZE The I2C for second Message

@configuration register

@bit 15 I2C\_EN module enable, bit 10 MST Master mode, bit 9 TRX Transmitter mode

LDR R0,=0x4802A0A4 @address for I2C\_CON

LDR R2,=0x8600 @Value for bit 9,10,15

STR R2,[R0] @Store value into register

@Setting Count register

LDR R0,=0x4802A098 @Address of I2C\_CNT

MOV R2,#0x12 @Value to write 10 characters

STR R2,[R0] @Store count value into register

@==============================================================================================

@Send MESSAGE

@===========================================================================================

BL P\_BB @Check BUS if it is busy

BL START @Start the I2C1

MOV R6,#0x12 @ Counter value 10

MOV R3, #0x00 @ CLEAR POINTER

BL RELOAD

MESSAGE:

BL DELAY @Delay

BL P\_XRDY @POLL until XRDY is set

BL DELAY @Delay after POLL

@Send character

LDR R0,=CHAR\_PTR @R0 = address of pointer store

LDR R1,=CHAR\_COUNT @R1 = address of count store location

LDR R2,[R0] @R2=Address of desired character in text string

LDR R3,[R1] @R3=current character count value

LDRB R4,[R2],#1 @Read char to send from string

STR R2,[R0] @Incremented address store BACK in CHAR\_PTR

LDR R5,=0x4802A09C @Address I2C\_DATA

STRB R4,[R5] @Send char to Transmit buffer

NOP

BL DELAY @Delay

BL CLEAR\_XRDY @Clear XRDY for the next write

BL DELAY @Delay

SUBS R6,R6,#1 @Decrement the counter

BNE MESSAGE @ Send more instructions if counter is not 0

BL DELAY

NOP

@===================================================================================

@=================================================================================

@Functions sections

@--------------------------------------------------------------

@When the BUS is free initialize the transmission

P\_BB: @Polling on Busy bus

LDR R0,=0x4802A024 @Address for I2C\_IRQSATUS\_RAW

LDR R2,[R0] @Load value in the address

TST R2,#0x1000 @Test if the bit is clear or set

BNE P\_BB @Keep Polling if the Bus is Busy

MOV PC,R14 @Return

@--------------------------------------------------------------

P\_XRDY: @Polling on XRDY

LDR R0,=0x4802A024 @Address for I2C\_IRQSTATUS\_RAW

LDR R2,[R0] @Load value in the address

TST R2,#0x10 @Test value with bit 4 XRDY

BEQ P\_XRDY @Keep Polling if the XRDY is not set

MOV PC,R14 @Return

@---------------------------------------------------------------

START:

LDR R0,=0x4802A0A4 @Address for I2C\_CON

LDR R2,=0x8603 @Value to Start

STR R2,[R0] @Store value to register

MOV PC,R14 @Return

@--------------------------------------------------------------

STOP:

LDR R0,=0x4802A0A4 @Address for I2C\_CON

LDR R2,=0x8603 @Value to Start

STR R2,[R0] @Store value to register

MOV PC,R14 @Return

@----------------------------------------------------------------

CLEAR\_XRDY:

LDR R0,=0x4802A028 @Address for I2C\_IRQSTATUS

MOV R2,#0x10 @Value to reset the XRDY

STR R2,[R0] @Write value to clear XRDY

MOV PC,R14 @Return

@-------------------------------------------------------------------

DELAY:

LDR R2,=0x00040000 @DELAY value 0.2 s

DELAY\_LOOP:

SUBS R2,R2,#1 @Decrement the value

BNE DELAY\_LOOP @Return

MOV PC,R14

@------------------------------------------------------------------

CHECK:

LDR R0,=0x4802A024 @Load address I2C\_IRQSTATUS\_RAW

LDR R2,[R0] @load value in address

TST R2,#0x4 @testing bit 2

BEQ CHECK

MOV PC,R14

RELOAD:

LDR R0,=CHAR\_PTR @R0 = address of pointer store

LDR R1,=CHAR\_COUNT @R1 = address of count store location

LDR R2,=MESSAGE\_DATA @else if done then reload. Get address of starting string

STR R2,[R0] @Write value reload back to address of pointer

MOV R2,#13 @Reload original number of char in String again

STR R2,[R1] @Write to address of counter for the next message

MOV PC,R14

.data

.align 4

INST\_DATA:

.byte 0x00,0x38,0x39,0x14,0x78,0x5E,0x6D,0x0C,0x01,0x06

.align 4

.align 4

MESSAGE\_DATA:

.byte 0x50

.ascii "Phong Nguyen"

.align 4

CHAR\_PTR: .word MESSAGE\_DATA @Pointer to next character

CHAR\_COUNT: .word 13 @counter for character to send

STACK1: .rept 1024

.word 0x0000

.endr

STACK2: .rept 1024

.word 0x0000

.endr

.end

# PART 2 SETUP IRQ (3/10-3/20/2018)

## Interrupt unmasking

Unmasking 2 interrupts in INTC register. I2C1INT pin 7 INTC INT #71 and the button GPIO1A is at int number 98. For GPIO1A, the pin calculated was pin 2 at INTC\_MIR\_CLEAR3 register. For I2C1INT, the pin calculated was pin 7 at INTC\_MIR\_CLEAR2. Simply write 0x04 to INTC\_MIR\_CLEAR3 and write 0x400 to INTC\_MIR\_CLEAR2.

## Sending bytes to LCD

There are many IRQ bits in IRQENABLE\_SET, we just need to unmask XRDY bit. By writing 0x80 to enable XRDY\_IE bit 4. When getting the Interrupt from XRDY the process will send the next byte in the array to I2C\_DATA.

## Part 2 High Algorithm

1. High level language:
2. Setting up stack
3. Wake up GPIO1 module
4. Clear pin for GPIO1 module
5. Setting button GPIO1\_30 with falling edge detect
6. Setting up Interrupt controller INTC for GPIO1\_30, I2C1
7. Select MUX for I2C1
8. Turn on I2C1 Clock
9. Setting up I2C1 (prescaler, SCLL, SCLH, Own address, Slave address )

INT\_DIRECTOR

1. Save register on stack (2 STAGEs , STAGE 1 is sending instruction, STAGE 2 is sending message)
2. Check INTC interrupt from the I2C, if not then go to check INTC interrupt from the button
3. If INTC from the I2C, go to check XRDY bit of IRQ\_RAW register I2C1, if is 1 then Check what stage is currently on, if all is ready. If not, go to PASS\_ON
4. If INTC from the GPIO1, go to check GPIO1\_IRQSTATUS\_0 register, if is 1 then check what stage the button doing next BUTTON\_STAGE1 or BUTTON\_STAGE2. If not, go to PASS\_ON

BUTTON\_STAGE1

1. Unmask XRDY\_IE
2. START second transmission

BUTTON\_STAGE2

1. Setting Count register
2. START second transmission

I2C\_SVC\_STAGE1

1. Clearing XRDY
2. Sending Instruction
3. If done sending instruction clear XRDY waiting for button press the second times

I2C\_SVC\_STAGE2

1. Clearing XRDY
2. Sending Message

PASS\_ON

1. Go back to wait loop save registers

## Part 2 Low Level algorithm

1. Setting up STACK
   1. Point to top of stack for service mode 0x10000 CPS #0x12

Point to top of stack for IRQ mode 0x10000 CPS#0x13

1. I2C Setting up MUX
   1. I2C1\_SDA
      1. 0x44E10958 conf\_spi0\_d1 mode 2: 0x6A
   2. I2C1\_SCL
      1. 0x44E1095C conf\_spi0\_cs0 mode 2: 0x6A
2. Turn on I2C clock CM\_PER\_I2C1\_CLKCTRL
   1. Address 0x44E00048 write 0x02
3. INTC interrupt controller 0x48200000
   1. Unmasking GPIOINTA write 0x04 offset 0xE8 MIR\_CLEAR3
   2. Unmasking I2CINT write 0x80 offset 0xC8 MIR\_CLEAR2
4. Disable Auto IDLE I2C\_SYSC
   1. Write 0x2 at 0x4802A010
5. Set Prescaler to get 12 MHZ I2C\_PSC
   1. Write 0x3 to 0x4802A0B0
6. Set low time register SCLL
   1. Write 0x35 to 0x4802A0B4
7. Set high time register SCLH
   1. Write 0x37 to 0x4802A0B8
8. Setup Own address I2C\_OA
   1. Write 0x00 to 0x4802A078
9. Setup Slave address I2C\_SA
   1. Write 0x3C to 0x4802A0AC
10. Set the configuration register I2C\_CON
    1. Write 0x8600 to 0x4802A0A4
11. Turn on GPIO1 CLK
    1. Turn on the GPIO1 at 0x44300AC write 0x02
12. Setting up Falling edge detect on GPIO1\_30
    1. GPIO1\_FALLINGDETECT 0x4804C14C
    2. Pin 30 0x40000000
    3. Setting up GPIO1\_IRQSTATUS

INT\_DIRECTOR:

CHECK\_INTC\_I2C:

1. Test 0x80 INTC\_PENDING\_IRQ2 0x482000D8

CHECK\_INTC\_BUTTON:

1. Test 0x04 INTC\_PENDING\_IRQ3 0x482000F8

CHECK\_I2C:

1. Test 0x10 I2C\_IRQSTATUS\_RAW 0x4802A024
2. Load the stage to check what’s stage to work on

CHECK\_BUTTON:

1. Test 0x40000000 at GPIO IRQ STATUS 0x4804C02C

BUTTON\_SVC:

1. Write 0x40000000 to GPIO1\_IRQSTATUS\_0 0x4804C02C
2. Load STAGE status to see what’s stage the button will do the work

BUTTON\_STAGE1:

1. Write 0x10 to I2C\_IQENABLE\_SET 0x4802A02C
2. START write 0x8603 to I2C\_CON 0x4802A0A4

I2C\_SVC\_STAGE\_1:

1. Clearing IRQ
2. Load INSTRUCTION\_DATA, INSTRUCTION\_POINTER
3. Write data to I2C\_DATA 0x4802A09C

I2C\_SVC\_STAGE\_2:

1. Clearing IRQ
2. Load CHAR\_PTR, CHAR\_COUNT
3. Write data to I2C\_DATA 0x4802A09C

PASS\_ON:

1. INTC\_CONTROL 0x48200048 clear bit 0 and set bit 1
2. Return to mainline.

## Part 2 Assembly code

@Phong Nguyen

@ECE 372

@project 2 part 2

@I2C Initialization and LCD

@Setting up STACK

.text

.global \_start

.global INT\_DIRECTOR

\_start:

LDR R13,=STACK1 @Point to base of STACK for SVC mode

ADD R13, R13, #0x1000 @point to top of the STACK

CPS #0x12

LDR R13,=STACK2 @Point to base of STACK for IRQ mode

ADD R13, R13, #0x1000 @Point to top of the STACK

CPS #0x13 @Back to SVC mode

@===========================================================================

@===========================================================================

@ Turn on GPIO1 CLCK

MOV R0,#0x02 @value to turn on GPIO1\_CLK

LDR R1,=0x44E000AC @Load the address for the CM\_PER\_GPIO1\_CLKCTRL

STR R0,[R1] @ Write value to the register

@BUTTON SETUP using GPIO1 pin 30 for input button falling edge detect

@also enable its IRQ

@ Detect falling edge on GPIO1\_30

LDR R0,=0x4804C000 @base address for GPIO1 register

ADD R1,R0,#0x14C @R1 is is GPIO1\_FALLINGDETECT register

MOV R2,#0x40000000 @Load value pin GPIO1\_30 push button

LDR R3,[R1] @Load current value of GPIO1\_FALLINGDETECT register

ORR R3,R3,R2 @Modify the pin GPIO\_30 push button

STR R3, [R1] @Store GPIO\_30 push button for GPIO1\_FALLINGDETECT

@ GPIO1\_IRQSTATUS on pin 30 R2 0x40000000 sending interrupts to POINTPEND1

ADD R1,R0,#0x34 @R1 address of GPIO1\_IRQSTATUS\_SET\_0 register

STR R2,[R1] @Store pin 30 for GPIO1\_IRQSTATUS\_SET\_0

@ Initialize INTC Interrupts Controller

LDR R1,=0x48200000 @R1 loading base address for interrupts controller

MOV R2,#0x2 @Value to reset the INTC\_CONFIG register

STR R2,[R1,#0x10] @write value to reset the INTC CONFIG

MOV R2,#0x04 @ Value to unmask GPIOINTA , pin 2 INTC INT #98

STR R2,[R1,#0xE8] @Write value to INTC\_MIR\_CLEAR3 register

MOV R2,#0x80 @Value to unmask I2C1INT pin 7 INTC INT #71

STR R2,[R1,#0xC8] @Write value to INTC\_MIR\_CLEAR2 register

@===================================================================================

@===================================================================================

@===================================================================================

@Setting up the I2C1

@------------------------------

@Control module base address L4\_WKUP 0x44E10000

@Setting up MUX for I2C1\_SDA

@mode 2: 0010 . AND bit 3,2,0 to 0 and OR bit 1

LDR R0,=0x44E10958 @Address of conf\_spi0\_d1

MOV R2,#0x6A @mode 2 disable Pullup/Pulldown, Rx enable, Slow slew

STR R2, [R0] @store back for register spi0\_sclk switching

@Setting up MUX for I2C1\_SCL

LDR R0,=0x44E1095C @Address of conf\_spi0\_cs0

MOV R2,#0x6A @mode 2 disable Pullup/Pulldown, Rx enable, Slow slew

STR R2, [R0] @store back for register spi0\_sclk switching

@Setting up MUX for I2C1\_SCL

@-------------------------------------------------------------------------------------------------------------------------------------------------------

@Clock for I2C1 base address CM\_PER 0x44E00000

LDR R0,=0x44E00048 @Address for CM\_PER\_I2C1\_CLKCTRL

MOV R2,#0x2 @Value to start the clock

STR R2,[R0] @Store value to turn the clock on

@-------------------------------------------------------------------------------------------------------------------------------------------------------@Seting Debug Subsystem I2C\_SYSTEST

LDR R0,=0x44E000BC @Address for I2C\_SYSTEST

LDR R2,[R0] @Load Value from register

AND R2,R2,#0xFFFFBFFF @Value to clear bit 14 for free debug

STR R2,[R0] @Store back to register

@-------------------------------------------------------------------------------------------------------------------------------------------------------@Disable I2C module

LDR R0,=0x44E000A4 @Address for I2C\_CON

LDR R2,[R0] @Load value in address

LDR R4,=0xFFFF7FFF @Value to clear bit 15

BIC R2,R4 @Clear bit 15

STR R2,[R0] @Store back in register

@-------------------------------------------------------------------------------------------------------------------------------------------------------@Reset I2C module

LDR R0,=0x44E00010 @Address for I2C\_SYSC

MOV R2,#0x2 @Value to reset

STR R2,[R0] @Store value in register

@-------------------------------------------------------------------------------------------------------------------------------------------------------@Disable AUTOIDLE in I2C\_SYSC and do a software reset

LDR R0, =0x4802A010 @ Address for I2C\_SYSC

MOV R2,#0x02

STR R2,[R0] @Store value back to register

@-------------------------------------------------------------------------------------------------------------------------------------------------------

@Prescaler value setting up module clock

@initial value of Prescaler 48 MHZ divine by 4 to get 12 MHZ

LDR R0,=0x4802A0B0 @Address of I2C\_PSC

MOV R2,#0x3 @Setting value divine by 4

STR R2,[R0] @Store value divine by 4

@-------------------------------------------------------------------------------------------------------------------------------------------------------@Setup Low time register SCLL. Base address I2C1: 0x4802A000

LDR R0,=0x4802A0B4 @address for I2C\_SCLL

MOV R2,#0x35 @Value 53 in Dec for SCLL

STR R2,[R0] @Store value 53 into register

@Setup High time register SCLH. Base address I2C1: 0x4802A000

LDR R0,=0x4802A0B8 @address for I2C\_SCLH

MOV R2,#0x37 @value 55 in Dec for SCLH

STR R2,[R0] @Store value 55 into register

@-------------------------------------------------------------------------------------------------------------------------------------------------------@Setup Own address I2C\_0A.

@Make sure clearing bit 9-7

LDR R0,=0x4802A078 @address for I2C\_OA

MOV R2,#0x00 @Value to clearing bit

STR R2,[R0] @Store value to the address

@-------------------------------------------------------------------------------------------------------------------------------------------------------@Setting Count register

LDR R0,=0x4802A098 @Address of I2C\_CNT

MOV R2,#0xD @Value to write 13 characters

STR R2,[R0] @Store count value into register

@-------------------------------------------------------------------------------------------------------------------------------------------------------@Setting slave address

LDR R0,=0x4802A0AC @Address of I2C\_SA

LDR R4,[R0] @load value to modify

MOV R2,#0xC00 @Value to have

AND R4,R4,R2 @Clear bit 9,8,7

STR R4,[R0] @Store value into register to clear bit

MOV R2,#0x3C @write address 0x78 shift left 1 logic 0x0F of slave to the register after clearing

STR R2,[R0] @Store in the register

@-------------------------------------------------------------------------------------------------------------------------------------------------------@Transmission procedure

@Clearing XRDY state

LDR R0,=0x4802A028 @Address of I2C\_IRQSTATUS\_RAW

LDR R2,=0x7FFF @if bit 4 XRDY is set ready to send the data

STR R2,[R0] @Write there to disable the IRQSTATUS

@-------------------------------------------------------------------------------------------------------------------------------------------------------@configuration register

@bit 15 I2C\_EN module enable, bit 10 MST Master mode, bit 9 TRX Transmitter mode

LDR R0,=0x4802A0A4 @address for I2C\_CON

LDR R2,=0x8600 @Value for bit 9,10,15

STR R2,[R0] @Store value into register

@===================================================================================

@==================================================================================

@ Make sure Processor CPSR IRQ enable

MRS R3,CPSR @ Copy CPSR to R3

BIC R3,#0x80 @Clear bit 7

MSR CPSR\_c, R3 @Write back to CPSR

@wait for interrupts

LOOP: NOP

B LOOP

@==================================================================================

@==================================================================================

INT\_DIRECTOR:

@Save the register on the stack

STMFD SP!, {R0-R3,LR} @Push register on the stack

@First check UART IRQ then check IRQ from button

CHECK\_INTC\_I2C:

LDR R0,=0x482000D8 @INTC\_PENDING\_IRQ2 for UART2 INTC

LDR R2,[R0] @load value of PENDING\_IRQ2

TST R2,#0x80 @UART2INT pin 10 INTC INT #71

BNE CHECK\_I2C @Go to check IRQ in UART2

CHECK\_INTC\_BUTTON:

LDR R0,=0x482000F8 @Address of INTC\_PENDING\_IRQ3 check button

LDR R2,[R0] @Load value to check

TST R2,#0x04 @Button pin 2 INTC INT #98

BNE CHECK\_BUTTON @Go to check button in GPIO1

@======================================================================================

@Checking UART I2C\_IRQ\_RAW

CHECK\_I2C:

LDR R0,=0x4802A024 @Address of I2C\_IRQSTATUS\_RAW

LDR R2,[R0] @Load value of IIR\_UART2

@TST R2,#0x1000 @check bit 12 BB . IF Bus is free or busy

@BNE PASS\_ON @if 1 BUS is busy go to PASS\_ON

TST R2,#0x10 @check if bit 4 XRDY . IF XRDY is ready or not

BEQ PASS\_ON @Jump to PASS\_ON if I2C is not set

@@@@@@@@@@@@@@@@@@

LDR R0,=STAGE @Load to see if the screen complete the instruction

LDRB R1,[R0] @Load value from address

TST R1,#0x1 @Value when the pointer is reach

BEQ I2C\_SVC\_STAGE\_1 @Jump to Servicing I2C if pointer

B I2C\_SVC\_STAGE\_2 @otherwise jump to Servicing I2C if pointer is not 13

CHECK\_BUTTON:

LDR R0,=0x4804C02C @Check GPIO IRQ STATUS

LDR R2,[R0] @Load value from GPIO

TST R2,#0x40000000 @Testing if GPIO1\_30 IRQ register is 1 or 0

BNE BUTTON\_SVC @if z flag is clear Go to button service

B PASS\_ON @z flag is set go to PASS\_ON

@===================================================================================

@Service section remember to turn off interrupt request for register

BUTTON\_SVC:

NOP

@turn off IRQ request for GPIO1

LDR R1,=0x4804C02C @GPIO1\_IRQSTATUS\_0 address

MOV R2,#0x40000000 @turn off GPIO1\_IRQSTATUS at pin 30 by write a 1

STR R2,[R1] @Writing value to turn IRQ off GPIO1\_IRQ\_RAW\_0

@@@@@@@@@@@@@@@@@@@@@@@

LDR R0,=STAGE @Load to see if the screen complete the instruction

LDRB R1,[R0] @Load value from address

TST R1,#0x1 @Value when the pointer is reach

BEQ BUTTON\_STAGE1 @jump to BUTTON\_STAGE1

B BUTTON\_STAGE2 @jump to BUTTON\_STAGE2

BUTTON\_STAGE1:

NOP

@Interrupt enable

@XRDY bit 4 for check if the LCD ready to send next char

LDR R0,=0x4802A02C @address for I2C\_IQENABLE\_SET

MOV R2,#0x10 @value to unmask bit 4

STR R2,[R0] @Store value in register

@START the I2C1 to get acknowledge from I2C1

LDR R0,=0x4802A0A4 @Address for I2C\_CON

LDR R2,=0x8603 @Value to Start

STR R2,[R0] @Store value to register

B PASS\_ON @Go to PASS\_ON

BUTTON\_STAGE2:

NOP

@@@@@@@@@@@@@ Put a hold on I2C1 I

@configuration register

@bit 15 I2C\_EN module enable, bit 10 MST Master mode, bit 9 TRX Transmitter mode

LDR R0,=0x4802A0A4 @address for I2C\_CON

LDR R2,=0x8600 @Value for bit 9,10,15

STR R2,[R0] @Store value into register

@Setting Count register

LDR R0,=0x4802A098 @Address of I2C\_CNT

MOV R2,#0xD @Value to write 10 characters

STR R2,[R0] @Store count value into register

@START the I2C1 to get acknowledge from I2C1

LDR R0,=0x4802A0A4 @Address for I2C\_CON

LDR R2,=0x8603 @Value to Start

STR R2,[R0] @Store value to register

BL RELOAD

B PASS\_ON @Go to PASS\_ON

@=========================================================================================

@STAGE 1 sending instruction

I2C\_SVC\_STAGE\_1:

NOP

@CLEARING XRDY interrupt

LDR R0,=0x4802A028 @Address for I2C\_IRQSTATUS

MOV R2,#0x10 @Value to reset the XRDY

STR R2,[R0] @Write value to clear XRDY

@STORE instruction

LDR R0,=INSTRUCTION\_DATA @Load address instruction

LDR R2,=INSTRUCTION\_POINTER @Load Pointer for instruction

LDRB R4,[R2] @Load value pointer

LDRB R1,[R0,R4] @Load current instruction

ADD R4,R4,#0x01 @increment instruction offset value

STRB R4,[R2] @Store back pointer for the next use

LDR R0,=0x4802A09C @Address I2C\_DATA

STRB R1,[R0] @Write to register

@BEFORE go back to PASS ON need to see if need to transfer to next stage

SUBS R4,R4,#0xD @Value counter in R4

BNE PASS\_ON @Go to PASS\_ON if counter is not reach 0xD

LDR R0,=STAGE @Do a change in STAGE

MOV R1,#0x1 @value for stage 2

STRB R1,[R0] @Store value stage 2

@CLEARING XRDY interrupt

LDR R0,=0x4802A028 @Address for I2C\_IRQSTATUS

MOV R2,#0x10 @Value to reset the XRDY

STR R2,[R0] @Write value to clear XRDY

B PASS\_ON

@==========================================================================

@STAGE 2 sending message

I2C\_SVC\_STAGE\_2:

NOP

@CLEARING XRDY interrupt

LDR R0,=0x4802A028 @Address for I2C\_IRQSTATUS

MOV R2,#0x10 @Value to reset the XRDY

STR R2,[R0] @Write value to clear XRDY

@Send character

LDR R0,=CHAR\_PTR @R0 = address of pointer store

LDR R1,=CHAR\_COUNT @R1 = address of count store location

LDR R2,[R0] @R2=Address of desired character in text string

LDR R3,[R1] @R3=current character count value

LDRB R4,[R2],#1 @Read char to send from string

STR R2,[R0] @Incremented address store BACK in CHAR\_PTR

LDR R5,=0x4802A09C @Address I2C\_DATA

STRB R4,[R5] @Send char to Transmit buffer

SUBS R3,R3,#1 @Decrement Character count value by 1

STR R3,[R1] @Store value back into CHAR\_COUNT

BPL PASS\_ON @Greater than or equal zero, more Characters go back

BL RELOAD

@=================================================================================

PASS\_ON:

LDR R0,=0x48200048 @Address if INTC\_CONTROL register

MOV R1,#0x1 @Value to clear bit 0

STR R1,[R0] @Write to INTC\_CONTROL register

LDMFD SP!, {R0-R3,LR} @restore register

SUBS PC,LR,#4 @return from the IRQ

RELOAD:

LDR R0,=CHAR\_PTR @R0 = address of pointer store

LDR R1,=CHAR\_COUNT @R1 = address of count store location

LDR R2,=MESSAGE @else if done then reload. Get address of starting string

STR R2,[R0] @Write value reload back to address of pointer

MOV R2,#13 @Reload original number of char in String again

STR R2,[R1] @Write to address of counter for the next message

MOV PC,R14

.data

.align 2

STACK1: .rept 1024

.word 0x0000

.endr

STACK2: .rept 1024

.word 0x0000

.endr

.align 4

INSTRUCTION\_DATA:

.byte 0x00,0x38,0x39,0x14,0x78,0x5E,0x6D,0x0C,0x01,0x06,0x80,0x07,0xF

INSTRUCTION\_POINTER:

.byte 0x0

STAGE: .byte 0x0

SET\_CNT: .word 0x0

.align 4

MESSAGE:

.byte 0x50

.ascii "Phong Nguyen"

.align 4

CHAR\_PTR: .word MESSAGE @Pointer to next character

CHAR\_COUNT: .word 13 @counter for character to send

.end

I have done this project by myself

Phong Nguyen